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| TRƯỜNG ĐẠI HỌC BÁCH KHOA  **KHOA Công Nghệ Thông Tin**  BỘ MÔN: Công Nghệ Phần Mềm |

**ĐỀ THI VÀ BÀI LÀM**

Tên học phần: Trí tuệ nhân tạo

Mã học phần: Hình thức thi: *Tự luận có giám sát*

Đề số: **01** Thời gian làm bài: 75 phút *(không kể thời gian chép/phát đề)*

Được sử dụng tài liệu khi làm bài.

**Họ tên:** Nguyễn Hữu Khoa……**Lớp**:…22T\_DT5……**MSSV**:…102220237

Sinh viên làm bài trực tiếp trên tệp này, lưu tệp với định dạng MSSV\_HọTên.pdf và nộp bài thông qua MSTeam:

Lưu ý: Mã sinh viên nếu số chẳn thì làm BFS ở câu 1), còn mã ssinh viên lẽ thì làn DFS ở câu 1).

***Câu 1*** (5 *điểm*): Cho đồ thị vô hướng G = (V,E) như hình vẽ với V là tập đỉnh và E là tập cạnh.

![Diagram

Description automatically generated](data:image/png;base64,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)

1. *(1 điểm)* Hãy viết đoạn code biểu diễn đồ thị trên bằng cách khởi tạo tập đỉnh V và tập cạnh E.

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới  import matplotlib.pyplot as plt  import networkx as nx  from collections import deque  # Create a graph object  G = nx.Graph()  # Add V  #tập đỉnh  V = ['A', 'B', 'C', 'D', 'E', 'F', 'G', 'H', 'S']  G.add\_nodes\_from(V)  # tập cạnh  # Add edges  E = [  ('A', 'B'),  ('A', 'D'),  ('A', 'S'),  ('B', 'C'),  ('B', 'F'),  ('B', 'G'),  ('B', 'S'),  ('B', 'D'),  ('C', 'S'),  ('C', 'F'),    ('D', 'E'),  ('E', 'G'),  ('E', 'F'),  ('F', 'H'),  ('G', 'H')  ]  G.add\_edges\_from(E)  # Draw the graph  plt.figure(figsize=(8, 6))  pos = nx.spring\_layout(G, seed=10) # Adjust layout as needed  nx.draw\_networkx\_nodes(G, pos, node\_size=500, node\_color='lightblue')  nx.draw\_networkx\_edges(G, pos, width=2)  nx.draw\_networkx\_labels(G, pos, font\_size=12, font\_family='sans-serif')  # Highlight the path  # if path:  # edge\_path = list(zip(path, path[1:]))  # nx.draw\_networkx\_edges(G, pos, edgelist=edge\_path, width=2, edge\_color='r')  plt.title('Graph Visualization')  plt.axis('off')  plt.show() |

1. *(3 điểm)* Hãy viết chương trình sử dụng thuật toán **BFS/DFS** để tìm đường đi từ. Trong chương trình, hãy in ra thứ tự đỉnh khám phá trong quá trình tìm kiếm. Nếu không tìm thấy thì in “*Khong tim thay duong di*”

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới  import matplotlib.pyplot as plt  import networkx as nx  from collections import deque  # Create a graph object  G = nx.Graph()  # Add V  #tập đỉnh  V = ['A', 'B', 'C', 'D', 'E', 'F', 'G', 'H', 'S']  G.add\_nodes\_from(V)  # tập cạnh  # Add edges  E = [  ('A', 'B'),  ('A', 'D'),  ('A', 'S'),  ('B', 'C'),  ('B', 'F'),  ('B', 'G'),  ('B', 'S'),  ('B', 'D'),  ('C', 'S'),  ('C', 'F'),    ('D', 'E'),  ('E', 'G'),  ('E', 'F'),  ('F', 'H'),  ('G', 'H')  ]  G.add\_edges\_from(E)  def dfs(graph, start, goal):  stack = [(start, [start])]  visited = set()  all\_paths = []  while stack:  (vertex, path) = stack.pop()  if vertex in visited:  continue  visited.add(vertex)  all\_paths.append(path)  for neighbor in graph.neighbors(vertex):  if neighbor == goal:  all\_paths.append(path + [neighbor])  print("Visited paths:", all\_paths)  return path + [neighbor]  else:  stack.append((neighbor, path + [neighbor]))  if(all\_paths):  print("Visited paths:", all\_paths)  else:  print("Khong tim thay duong di")  return None  # Find path from 'S' to 'G'  path = dfs(G, 'G', 'S')  print("Path from G to S:", path)  # Draw the graph  plt.figure(figsize=(8, 6))  pos = nx.spring\_layout(G, seed=10) # Adjust layout as needed  nx.draw\_networkx\_nodes(G, pos, node\_size=500, node\_color='lightblue')  nx.draw\_networkx\_edges(G, pos, width=2)  nx.draw\_networkx\_labels(G, pos, font\_size=12, font\_family='sans-serif')  # Highlight the path  # if path:  # edge\_path = list(zip(path, path[1:]))  # nx.draw\_networkx\_edges(G, pos, edgelist=edge\_path, width=2, edge\_color='r')  plt.title('Graph Visualization')  plt.axis('off')  plt.show()  **# Trả lời:** Dán kết quả thực thi vào bên dưới: |

1. *(1 điểm)* Hãy trực quan hóa kết quả tìm kiếm đường đi ( nếu BFS thì tìm từ đỉnh “S” đến đỉnh “G”, còn nếu DFS thì tìm từ G tới S)

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới  import matplotlib.pyplot as plt  import networkx as nx  from collections import deque  # Create a graph object  G = nx.Graph()  # Add V  #tập đỉnh  V = ['A', 'B', 'C', 'D', 'E', 'F', 'G', 'H', 'S']  G.add\_nodes\_from(V)  # tập cạnh  # Add edges  E = [  ('A', 'B'),  ('A', 'D'),  ('A', 'S'),  ('B', 'C'),  ('B', 'F'),  ('B', 'G'),  ('B', 'S'),  ('B', 'D'),  ('C', 'S'),  ('C', 'F'),    ('D', 'E'),  ('E', 'G'),  ('E', 'F'),  ('F', 'H'),  ('G', 'H')  ]  G.add\_edges\_from(E)  def dfs(graph, start, goal):  stack = [(start, [start])]  visited = set()  all\_paths = []  while stack:  (vertex, path) = stack.pop()  if vertex in visited:  continue  visited.add(vertex)  all\_paths.append(path)  for neighbor in graph.neighbors(vertex):  if neighbor == goal:  all\_paths.append(path + [neighbor])  print("Visited paths:", all\_paths)  return path + [neighbor]  else:  stack.append((neighbor, path + [neighbor]))  print("Visited paths:", all\_paths)  return None  # Find path from 'S' to 'G'  path = dfs(G, 'G', 'S')  print("Path from G to S:", path)  # Draw the graph  plt.figure(figsize=(8, 6))  pos = nx.spring\_layout(G, seed=10) # Adjust layout as needed  nx.draw\_networkx\_nodes(G, pos, node\_size=500, node\_color='lightblue')  nx.draw\_networkx\_edges(G, pos, width=2)  nx.draw\_networkx\_labels(G, pos, font\_size=12, font\_family='sans-serif')  # Highlight the path  if path:  edge\_path = list(zip(path, path[1:]))  nx.draw\_networkx\_edges(G, pos, edgelist=edge\_path, width=2, edge\_color='r')  plt.title('Graph Visualization')  plt.axis('off')  plt.show()  **# Trả lời:** Dán hình ảnh trực quan hoá vào bên dưới |

***Câu 2*** (*5 điểm*): Trong các lâu đài cổ người ta thường xây dựng các đường hầm bí mật để thoát hiểm trong các trường hợp khẩn cấp. Các đường hầm chỉ có thể vào từ một cửa vào duy nhất tại phòng Trung tâm và thoát ra ở rất nhiều cửa ra. Các cửa ra đều nằm ở rìa lâu đài, do vậy, nếu thoát ra được rìa lâu đài thì coi như đã thoát hiểm. Để ngụy trang, người ta cho đào nhiều nhánh hầm cụt và cửa vào giả. Ngoài ra, để tăng khả năng thoát hiểm, người ta còn xây dựng các đường hầm giao nhau tại một số vị trí. Để nghiệm thu công trình, chủ lâu đài cần kiểm tra xem từ phòng trung tâm có thể thoát hiểm qua hệ thống đường hầm hay không.

Cho biết dữ liệu lâu đài là một hình vuông được chia lưới ô vuông gồm n dòng, n cột. Trên đồ hoạ, ô ở dòng i cột j được ghi số 1 nếu có đường hầm, số 0 nếu không có (ô ở góc trên trái có toạ độ (0,0)). 2 ô chỉ có thể thông nhau nếu chúng có chung cạnh.

Minh hoạ dữ liệu tập tin (.csv) gồm

**4 2 1**

**0 1 1 0**

**1 0 0 1**

**1 1 1 1**

**0 1 1 0**

- Dòng đầu chứa 3 số nguyên dương n, D và C ( trong đó D, C là dòng và cột của phòng trung tâm).

- n dòng tiếp theo, mỗi dòng chứa n số là các số ở các vị trí tương ứng trên họa đồ.

1. (2 điểm) Hãy trình bày thuật toán A\* bằng sơ đồ khối ( khuyến khích vẻ bằng io draw)

|  |
| --- |
| **# Trả lời:** Dán sơ đồ khối vào bên dưới |

1. (2 điểm)Hãy viết hàm sử dụng A\* để giúp chủ lâu đài kiểm tra hệ thống trên.

|  |
| --- |
| **# Trả lời:** Dán hàm vào bên dưới  import math  import heapq  import csv  class Cell:  def \_\_init\_\_(self):  self.parent\_i = 0  self.parent\_j = 0  self.f = float('inf')  self.g = float('inf')  self.h = 0  ROW = 5  COL = 4  def is\_valid(row, col):  return 0 <= row < ROW and 0 <= col < COL  def is\_unblocked(grid, row, col):  return grid[row][col] == 1  def is\_destination(row, col, dest):  return row == dest[0] and col == dest[1]  def calculate\_h\_value(row, col, dest):  return math.sqrt((row - dest[0]) \*\* 2 + (col - dest[1]) \*\* 2)  def trace\_path(cell\_details, dest):  print("The Path is ")  path = []  row, col = dest  while not (cell\_details[row][col].parent\_i == row and cell\_details[row][col].parent\_j == col):  path.append((row, col))  row, col = cell\_details[row][col].parent\_i, cell\_details[row][col].parent\_j  path.append((row, col))  path.reverse()  for i in path:  print("->", i, end=" ")  print()  def a\_star\_search(grid, src, dest):  if not is\_valid(src[0], src[1]) or not is\_valid(dest[0], dest[1]):  print("Source or destination is invalid")  return  if not is\_unblocked(grid, src[0], src[1]) or not is\_unblocked(grid, dest[0], dest[1]):  print("Source or the destination is blocked")  return  if is\_destination(src[0], src[1], dest):  print("We are already at the destination")  return  closed\_list = [[False for \_ in range(COL)] for \_ in range(ROW)]  cell\_details = [[Cell() for \_ in range(COL)] for \_ in range(ROW)]  i, j = src  cell\_details[i][j].f = cell\_details[i][j].g = cell\_details[i][j].h = 0  cell\_details[i][j].parent\_i = cell\_details[i][j].parent\_j = i  open\_list = []  heapq.heappush(open\_list, (0.0, i, j))  found\_dest = False  directions = [(0, 1), (0, -1), (1, 0), (-1, 0), (1, 1), (1, -1), (-1, 1), (-1, -1)]  while open\_list:  p = heapq.heappop(open\_list)  i, j = p[1], p[2]  closed\_list[i][j] = True  for dir in directions:  new\_i, new\_j = i + dir[0], j + dir[1]  if is\_valid(new\_i, new\_j) and is\_unblocked(grid, new\_i, new\_j) and not closed\_list[new\_i][new\_j]:  if is\_destination(new\_i, new\_j, dest):  cell\_details[new\_i][new\_j].parent\_i = i  cell\_details[new\_i][new\_j].parent\_j = j  print("The destination cell is found")  trace\_path(cell\_details, dest)  found\_dest = True  return  else:  g\_new = cell\_details[i][j].g + 1.0  h\_new = calculate\_h\_value(new\_i, new\_j, dest)  f\_new = g\_new + h\_new  if cell\_details[new\_i][new\_j].f == float('inf') or cell\_details[new\_i][new\_j].f > f\_new:  heapq.heappush(open\_list, (f\_new, new\_i, new\_j))  cell\_details[new\_i][new\_j].f = f\_new  cell\_details[new\_i][new\_j].g = g\_new  cell\_details[new\_i][new\_j].h = h\_new  cell\_details[new\_i][new\_j].parent\_i = i  cell\_details[new\_i][new\_j].parent\_j = j  if not found\_dest:  print("Failed to find the destination cell")  def main():  grid = []  with open('data.csv', 'r') as file:  reader = csv.reader(file)  for row in reader:  grid.append([int(cell) for cell in row])  src = [4, 0]  dest = [0, 0]  a\_star\_search(grid, src, dest)  if \_\_name\_\_ == "\_\_main\_\_":  main() |

1. (1 điểm)Viết chương trình hoàn thiện cho bài toán trên và Hãy in kết quả tìm được trên màn hình. Dòng đầu chứa số m là số ô phải đi qua, nếu không thoát được thì m = -1. Trong trường hợp thoát được, m dòng tiếp theo: mỗi dòng chứa 2 số là số hiệu dòng cột của các ô phải đi qua theo đúng trình tự của một cách thoát hiểm.

|  |
| --- |
| **# Trả lời:** Dán code vào bên dưới  import networkx as nx  import csv  import heapq  import matplotlib.pyplot as plt  def read\_data(filename):  """Đọc dữ liệu từ file CSV và tạo đồ thị"""  G = nx.Graph()  with open(filename, 'r') as f:  reader = csv.reader(f)  rows, cols, start\_row = next(reader)  rows, cols, start\_row = int(rows), int(cols), int(start\_row) - 1  start\_col = int(cols / 2)  for i, row in enumerate(reader):  for j, val in enumerate(row):  if val == '1':  G.add\_node((i, j))  if i > 0 and row[j-1] == '1':  G.add\_edge((i, j), (i, j-1))  if j > 0 and row[j-1] == '1':  G.add\_edge((i, j), (i-1, j))  return G, (start\_row, start\_col)  def heuristic(a, b):  """Hàm heuristic tính khoảng cách Manhattan giữa hai điểm a và b"""  return abs(a[0] - b[0]) + abs(a[1] - b[1])  def a\_star\_search(graph, start, goal):  """Thuật toán A\* tìm đường đi ngắn nhất từ start đến goal"""  open\_set = []  heapq.heappush(open\_set, (0, start))  came\_from = {}  g\_score = {node: float('inf') for node in graph.nodes}  g\_score[start] = 0  f\_score = {node: float('inf') for node in graph.nodes}  f\_score[start] = heuristic(start, goal)  while open\_set:  \_, current = heapq.heappop(open\_set)  if current == goal:  return reconstruct\_path(came\_from, current)  for neighbor in graph.neighbors(current):  tentative\_g\_score = g\_score[current] + 1 # Giả sử mỗi cạnh có trọng số bằng 1  if tentative\_g\_score < g\_score[neighbor]:  came\_from[neighbor] = current  g\_score[neighbor] = tentative\_g\_score  f\_score[neighbor] = g\_score[neighbor] + heuristic(neighbor, goal)  if neighbor not in [i[1] for i in open\_set]:  heapq.heappush(open\_set, (f\_score[neighbor], neighbor))  return None  def reconstruct\_path(came\_from, current):  """Hàm tái tạo đường đi từ start đến goal"""  total\_path = [current]  while current in came\_from:  current = came\_from[current]  total\_path.append(current)  return total\_path[::-1]  def draw\_graph(G, path=None):  """Vẽ đồ thị sử dụng NetworkX và Matplotlib"""  pos = {node: (node[1], -node[0]) for node in G.nodes} # Đảo ngược trục y để vẽ đúng hướng  nx.draw(G, pos, with\_labels=True, node\_size=300, node\_color='lightblue', font\_size=8, font\_weight='bold')    if path:  path\_edges = list(zip(path, path[1:]))  nx.draw\_networkx\_nodes(G, pos, nodelist=path, node\_color='red')  nx.draw\_networkx\_edges(G, pos, edgelist=path\_edges, edge\_color='red', width=2)    plt.show()  def main():  G, start = read\_data('data.csv')  # Tìm tất cả các ô biên  rows = max(node[0] for node in G.nodes) + 1  cols = max(node[1] for node in G.nodes) + 1  goals = [(i, 0) for i in range(rows)] + [(i, cols-1) for i in range(rows)] + \  [(0, j) for j in range(1, cols-1)] + [(rows-1, j) for j in range(1, cols-1)]  # Tìm đường đi ngắn nhất đến bất kỳ ô biên nào  shortest\_path = None  for goal in goals:  path = a\_star\_search(G, start, goal)  if path and (not shortest\_path or len(path) < len(shortest\_path)):  shortest\_path = path  if shortest\_path is None:  print(-1)  else:  print(len(shortest\_path) - 1) # Số bước đi  for step in shortest\_path:  print(step)    # Vẽ đồ thị và đường đi ngắn nhất  draw\_graph(G, shortest\_path)  if \_\_name\_\_ == "\_\_main\_\_":  main()  **# Trả lời:** Dán hình ảnh kết quả vào bên dưới( với dữ liệu minh hoạ ở trên) |

Đà Nẵng, ngày 10 tháng 10 năm 2024

|  |  |
| --- | --- |
| **GIẢNG VIÊN BIÊN SOẠN ĐỀ THI** | **TRƯỞNG BỘ MÔN** |
|  | (đã duyệt) |